We all hate the experience of calling a service provider and being placed on hold for a very long time. Organisations that take their level of service seriously plan their call centres so that the waiting times for customers is within acceptable limits. Having said this, [making people wait](http://lucidmanager.org/queuing/) for something can in some instances increase the level of perceived value.

Call centre performance can be expressed by the Grade of Service, which is the percentage of calls that are answered within a specific time, for example, 90% of calls are answered within 30 seconds. This Grade of Service depends on the volume of calls made to the centre, the number of available agents and the time it takes to process a contact. Although working in a call centre can be chaotic, the [Erlang C formula](https://www.callcentrehelper.com/erlang-c-formula-example-121281.htm) describes the relationship between the Grade of Service and these variables quite accurately.

Call centre workforce planning is a complex activity that is a perfect problem to solve in R code. This article explains how to use the Erlang C formula in the R language to manage a contact centre by calculating the number of agents needed to meet a required Grade of Service. This approach is extended with a Monte Carlo situation to understand the stochastic nature of the real world better.

**The Erlang C Formula**

The Erlang C formula describes the probability that a customer needs to queue instead of being immediately serviced ![(P_w)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAB4AAAARCAMAAAD9uOxFAAAAA3NCSVQICAjb4U/gAAAALVBMVEX///+IiIjc3NyqqqpUVFSYmJju7u4WFhZ2dna6urpmZmYAAADMzMwyMjJERESTukFLAAAAr0lEQVQokW1RCxaEIAgEAf95/+MuiLn2iicoDYyDAahF+LL7a7YQamPMzGHD6EfxrTeLlP7t1dtW8TWz1jdc0KgX3Zhl1I7br+VmiWbMB8wdwvBjaKo0MJ7aBaGvqyWJSHmORtmWE/F78s4bTvKGS7UKs9jCGyaE6Mrv5whS1cEzVEZTHvFKrrnEAUjgCesw+JSrHSMCObzDNv0nyjxhbyR6qEXJNKeIayb6EG3N6j9hVQMrzZ/mYwAAAABJRU5ErkJggg==). This formula is closely related to the [Poisson distribution](https://en.wikipedia.org/wiki/Poisson_distribution) which describes queues such as traffic lights.

![P_w = \frac{\frac{A^N}{N!}\frac{N}{N-A}}{\Big( \sum_{i=0}^{N-1} \frac{A^i}{i!} \Big)+\frac{A^N}{N!}\frac{N}{N-A}}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAK8AAAA1CAMAAAAAsUtiAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///8BAQGqqqqYmJgqKiru7u7MzMyIiIhmZmZUVFTc3Nx2dnZERES6urqAWhV3AAAC8ElEQVRoge1ZCXKEIBDkvoT/fzeIgiiD7oLsmlS6ylQKUNthjmYWodGgDCGn+fD33AVCJRLm2yxeB0HMX78HBFH5O/iKyf/hAiF25PtMn6bW01WeKxWHmUf69Oy4J1NP8xEhyQnf5/m056OOfrAC9OnvgmvPSU/wHOjT/3gHuAA0lqb+NIzCWk5a350QY1WwxUgGAfv4KUTYEXL3vsSqwIqRDNQeb7uGDE80+OaQjVVBFSP7NW/Dhifeb9+1KtBihFCP+Z+zolIHDt/MGjzpDGVVKEdOikodBvsIMFr2EtxjqwqyGIkDJ0XlBBT73XHHUZVAoZu+CK1fW1fN9x9E4PE0A56DY7BQ1P2hua7wW04UMY8Zqvx1nQ9FQ4ZfYfsJc8nwEsCOW+Sz41Wa4Kz9pbz9UwFIOhvgSkeznipI7szxXvAwdMWX9JnI3ljznaQTucoVnSLDNZTfHjSbN4YFq2aXIU0J25urJ1WbGdKUgHN1YZtcdc2KnNP4nQJQgYtmB5sSnUZ3Fc1Z2CZzm1mRmy0ugC9eNDvYlOg0+lSRGoVt7G7K555korLxsKyAmxKdnSAbw0ZgNXkovUiQQognvqsiV+ml+ujAy4pKU6KzE8TStk6RkXKQbRLfQpGnG2ltRYbeThDeZLKNpcoBtnHrSwBFLmMoytqKjG5vJyjjyxu/m+75jkVe3Uwlt+3WH7V2wReU5Kdy/S2++bGJvngu2SP4A/exyvw1umeNcx+YtjSe7S11xxIod+k4xVt+z6hOEMu4SDAOPFtSOnZW7lTclYzvsE6Q3b6RRNcgodpyGoCkQ25niFCKs5yb8m/Od1QnaKtvcdeNdnm1nU8oe75hMtsWBiimYZ2gdA/HeoZlIWa9o0X7lv5wUCtAVhnWCfI0QamkskdLJ8vJbQhQTOM6Qd6Be38mqSmmQWgJ0h26jqst7+tL8S1B0/fC6nnmJbCirzgaXQYmn/XeGabDg82nvWGGaLeR/cpv8qb1uHpDf/IHH9ARhCUxqcwAAAAASUVORK5CYII=)

The intensity of traffic ![A](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAMCAMAAABhq6zVAAAAA3NCSVQICAjb4U/gAAAAKlBMVEWIiIj///8CAgLMzMzu7u5UVFSYmJjc3NxmZma6urqqqqoqKipERER2dna2CqLXAAAAS0lEQVQImUXMAQ7AIAgDwFpAcXP//+5QmSOB9AIBJQtXdGZl/YH7OehidoDi40PVuEtofKpMOABLiMxBXdinlBnQ1hP2SMa5ac7RX14bAU5iYz98AAAAAElFTkSuQmCC)is the number of calls per hour multiplied by the average duration of a call. Traffic intensity is measured in dimensionless Erlang units which expresses the time it would take to manage all calls if they arrived sequentially. The intensity is a measure of the amount of effort that needs to be undertaken in an hour. In reality, calls arrive at random times during the hour, which is where the Poisson distribution comes in. The waiting time is also influenced by the number of available operators ![N](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAAMCAMAAACKnBfWAAAAA3NCSVQICAjb4U/gAAAAJ1BMVEXu7u6YmJj///9mZmbMzMwQEBAAAABUVFS6urrc3NyIiIgqKip2dnayR2f+AAAAVElEQVQImU3NSRIAERBE0ZQ1me5/3qYiNAvxvVwAkio+VxAmAHOwHfR19qXA60rFMSMyv6vjuilp/Xp3Dmp73FwLH3PIMWq+acc9/6BrGmKRg+T6AcT0AfzAIQ1hAAAAAElFTkSuQmCC). The intensity defines the minimum number of agents needed to manage the workload.

We can now deconstruct this formula in a common sense way by saying that the level of service increases as the intensity (the combination of call volume and average duration) reduces and the number of operator increases. The more staff, the higher the level of service, but precisely how many people do you need to achieve your desired grade of service efficiently?

The Grade of Service ![S](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAMCAMAAACDd7esAAAAA3NCSVQICAjb4U/gAAAAKlBMVEWIiIj///8JCQnu7u52dna6urpEREQnJyeYmJjc3NyqqqpUVFRmZmbMzMxAj6v4AAAAS0lEQVQImT3NSQ7AMAgDQEN2mvz/u8VWWg5okEHAsgqyVoB8si0/dF8Mu9FO2pRH1SA39z6vzWJ7/cyMjqIXg95y087438FwMKGzF1+xAU5GZQJOAAAAAElFTkSuQmCC)is a function of the outcome of the Erlang C formula (![P_w](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAAPCAMAAAAxmgQeAAAAA3NCSVQICAjb4U/gAAAALVBMVEX///+YmJjc3NyIiIiqqqpUVFQQEBAAAADu7u4oKChmZmZ2dna6urpERETMzMwxxBN1AAAAa0lEQVQYlWWOWQrEMAxDZTtesvX+x51kSsEhAuvjISMBADdX6aqMpMe3F8tM6nb2J7HZ/jnPOSvba0+IPZap5BgZEQ0cUsUlowuF88W+rUxtHdbWkGpv44gJKTjqIYQZKGc/78eTDaFe1oYfEZ4BxO98EdkAAAAASUVORK5CYII=)), the number of agents (![N](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAAMCAMAAACKnBfWAAAAA3NCSVQICAjb4U/gAAAAJ1BMVEXu7u6YmJj///9mZmbMzMwQEBAAAABUVFS6urrc3NyIiIgqKip2dnayR2f+AAAAVElEQVQImU3NSRIAERBE0ZQ1me5/3qYiNAvxvVwAkio+VxAmAHOwHfR19qXA60rFMSMyv6vjuilp/Xp3Dmp73FwLH3PIMWq+acc9/6BrGmKRg+T6AcT0AfzAIQ1hAAAAAElFTkSuQmCC)), the call intensity (![A](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAMCAMAAABhq6zVAAAAA3NCSVQICAjb4U/gAAAAKlBMVEWIiIj///8CAgLMzMzu7u5UVFSYmJjc3NxmZma6urqqqqoqKipERER2dna2CqLXAAAAS0lEQVQImUXMAQ7AIAgDwFpAcXP//+5QmSOB9AIBJQtXdGZl/YH7OehidoDi40PVuEtofKpMOABLiMxBXdinlBnQ1hP2SMa5ac7RX14bAU5iYz98AAAAAElFTkSuQmCC)), call duration (![\lambda](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAkAAAANCAMAAABM3rQ0AAAAA3NCSVQICAjb4U/gAAAAJFBMVEX///9mZmYQEBC6urrMzMxUVFSNjY0yMjJ2dnaqqqoAAADu7u7dUdOUAAAAO0lEQVQImT3MSQ4AIAgEwWF3+f9/VSJw6qQAAKCBmqVVRlXCzdxMzaPYhSVj+udpgD6WyOvLsXPV+iUOIG0AlKoc2IYAAAAASUVORK5CYII=)) and lastly the target answering time ![(t](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAARCAMAAAA8P6bpAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///+qqqrc3NyIiIjMzMwFBQVUVFRmZmZ2dnY7OzuYmJgiIiLu7u66uroNnMJ1AAAAWElEQVQImU1OCQ7AIAgrghfO/393Wt2UBCgFCsCwB7+VGQKhM0USeUZrnCCtZOrwrjFrQKhcilPLrnGhoqeDk7NLphlk3K/7kmxNqAhTP58hXXi1v2L9ixeRCAFEE0FAzAAAAABJRU5ErkJggg==)).
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The Erlang C formula can be reworked to provide that answer. I sourced this formula from [callcenterhelper.com](https://www.callcentrehelper.com/erlang-c-formula-example-121281.htm) but must admit that I don’ t fully understand it and will take it at face value.

We now have a toolset for call centre planning which we can implement in the R language.

**Erlang C in R**

The Erlang C formula contains some factorials and powers, which become problematic when dealing with large call volumes or a large number of agents. The Multiple Precision Arithmetic package enables working with [large integer factorials](http://lucidmanager.org/euler-problem-20/), but there is no need to wield such strong computing powers. To make life easier, the Erlang C formula includes the [Erlang B formula](https://en.wikipedia.org/wiki/Erlang_(unit)#Erlang_B_formula), the inverse of which can be calculated using a small loop.

This implementation is very similar to an unpublished R package by [Patrick Hubers](https://github.com/phubers/erlang), enhanced with work from [callcenterhelper.com](https://www.callcentrehelper.com/erlang-c-formula-example-121281.htm). This code contains four functions:

1. intensity: Determines intensity in Erlangs based on the rate of calls per interval, the total call handling time and the interval time in minutes. All functions default to an interval time of sixty minutes.
2. erlang\_c: Calculates The Erlang C formula using the number of agents and the variables that determine intensity.
3. service\_level: Calculates the service level. The inputs are the same as above plus the period for the Grade of Service in seconds.
4. resource: Seeks the number of agents needed to meet a Grade of Service. This function starts with the minimum number of agents (the intensity plus one agent) and keeps searching until it finds the number of agents that achieve the desired Grade of Service.

intensity <- function(rate, duration, interval = 60) {

(rate / (60 \* interval)) \* duration

}

erlang\_c <- function(agents, rate, duration, interval = 60) {

int <- intensity(rate, duration, interval)

erlang\_b\_inv <- 1

for (i in 1:agents) {

erlang\_b\_inv <- 1 + erlang\_b\_inv \* i / int

}

erlang\_b <- 1 / erlang\_b\_inv

agents \* erlang\_b / (agents - int \* (1 - erlang\_b))

}

service\_level <- function(agents, rate, duration, target, interval = 60) {

pw <- erlang\_c(agents, rate, duration, interval)

int <- intensity(rate, duration, interval)

1 - (pw \* exp(-(agents - int) \* (target / duration)))

}

resource <- function(rate, duration, target, gos\_target, interval = 60) {

agents <-round(intensity(rate, duration, interval) + 1)

gos <- service\_level(agents, rate, duration, target, interval)

while (gos < gos\_target \* (gos\_target > 1) / 100) {

agents <- agents + 1

gos <- service\_level(agents, rate, duration, target, interval)

}

return(c(agents, gos))

}

**Call Centre Workforce Planning Using an Erlang C Monte Carlo Simulation**

I have used the Erlang C model to recommend staffing levels in a contact centre some years ago. What this taught me is that the mathematical model is only the first step towards call centre workforce planning. There are several other metrics that can be built on the Erlang C model, such as average occupancy of agents and average handling time.

The Erlang C formula is, like all mathematical models, an idealised version of reality. Agents are not always available; they need breaks, toilet stops and might even go on leave. Employers call this loss of labour shrinkage, which is a somewhat negative term to describe something positive for the employee. The Erlang C model provides you with the number of ‘bums on seats’.

The Erlang C formuala is, like every model, not a perfect represention of reality. The formula tends to overestimate the required resrouces because it assumes that people will stay on hold indefinitely, while the queu will automatically shorten as people losse patience.

The number of employees needed to provide this capacity depends on the working conditions at the call centre. For example, if employees are only available to take calls 70% of their contracted time, you will need ![1/0.7=1.4](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAE8AAAARCAMAAACrbgEzAAAAA3NCSVQICAjb4U/gAAAAKlBMVEX///+qqqpmZmYAAACYmJgyMjKIiIjc3Nzu7u66urrMzMwbGxtPT092dnYWQYQAAAAA8UlEQVQ4ja2TgQ6DIAxEqa1FQP7/d9cCArKN6eIlxtH13q6dGtNrM89qeQC40d54cjERH+cdvBVdsaZ2uTzxepwBBCcwt5RCQNXZ1NRbkx3zrRbVGHRkLIUUlL7F660p7cDbJJZNNXS5opM6f5FH28AjcbpUC1C77CTeiefsyNNxC69Blvapqn7b88AMPBs/8HzjzfOJY+BF3dZ5fxKKzUSN5/0bLz8WQalYHf3ks3kdMy/IunfKRZ+7WG6gf3QO1pJ+UraWVuMxHVaMij3eNQbQRVLI+SZPy2EtrbBj7H59uvj7Avjdc0ffXtJ/FZ/BvACeNwTDjDuNZwAAAABJRU5ErkJggg==)staff members for each live agent to meet the Grade of Service.

Another problem is the stochastic nature of call volumes and handling times. The Erlang C model requires a manager to estimate call volume and handling time (intensity) as a static variable, while in reality, it is stochastic and subject to variation. Time series analysis can help to predict call volumes, but every prediction has a degree of uncertainty. We can manage this uncertainty by using a Monte Carlo simulation.

All the functions listed above are rewritten so that they provide a vector of possible answers based on the average call volume and duration and their standard deviation. This simulation assumes a normal distribution for both call volume and the length of each call. The outcome of this simulation is a distribution of service levels.

**Monte Carlo Simulation**

For example, a call centre receives on average 100 calls per half hour with a standard deviation of 10 calls. The average time to manage a call, including wrap-up time after the call, is 180 seconds with a standard deviation of 20 seconds. The centre needs to answer 80% of calls within 20 seconds. What is the likelihood of achieving this level of service?

The average intensity of this scenario is 10 Erlangs. Using the resource formula suggests that we need 14 agents to meet the Grade of Service. Simulating the intensity of the scenario 1000 times suggests we need between 6 and 16 agents to manage this workload.

> resource(100, 180, 20, 80, 30)

[1] 14.0000000 0.88835

> intensity\_mc(100, 10, 180, 20) %>% summary()

Min. 1st Qu. Median Mean 3rd Qu. Max.

5.480 8.975 9.939 10.025 10.993 15.932

The next step is to simulate the expected service level for this scenario. The plot visualises the outcome of the Monte Carlo simulation and shows that 95% of situations the Grade of Service is more than 77% and half the time it is more than 94%.

> service\_level\_mc(15, 100, 10, 180, 20, 20, 30, sims = 1000) %>%

+ quantile(c(.05, .5, .95))

5% 50% 95%

0.7261052 0.9427592 0.9914338

This article shows that Using Erlang C in R helps managers with call centre workforce planning. Perhaps we need a Shiny application to develop a tool to manage the complexity of these functions. I would love to hear from people with practical experience in managing call centres in how they analyse data.

Simulated service levels using Erlang C in R and Monte Carlo simulation.

You can view the code below or download it from [GitHub](https://github.com/pprevos/r.prevos.net/blob/master/Marketing/CallCentre.R).

library(tidyverse)

intensity\_mc <- function(rate\_m, rate\_sd, duration\_m, duration\_sd, interval = 60, sims = 1000) { (rnorm(sims, rate\_m, rate\_sd) / (60 \* interval)) \* rnorm(sims, duration\_m, duration\_sd) } intensity\_mc(100, 10, 180, 20, interval = 30) %>% summary

erlang\_c\_mc <- function(agents, rate\_m, rate\_sd, duration\_m, duration\_sd, interval = 60) {

int <- intensity\_mc(rate\_m, rate\_sd, duration\_m, duration\_sd, interval)

erlang\_b\_inv <- 1

for (i in 1:agents) {

erlang\_b\_inv <- 1 + erlang\_b\_inv \* i / int

}

erlang\_b <- 1 / erlang\_b\_inv

agents \* erlang\_b / (agents - int \* (1 - erlang\_b))

}

service\_level\_mc <- function(agents, rate\_m, rate\_sd, duration\_m, duration\_sd, target, interval = 60, sims = 1000) {

pw <- erlang\_c\_mc(agents, rate\_m, rate\_sd, duration\_m, duration\_sd, interval)

int <- intensity\_mc(rate\_m, rate\_sd, duration\_m, duration\_sd, interval, sims)

1 - (pw \* exp(-(agents - int) \* (target / rnorm(sims, duration\_m, duration\_sd))))

}

data\_frame(ServiceLevel = service\_level\_mc(agents = 12,

rate\_m = 100,

rate\_sd = 10,

duration\_m = 180,

duration\_sd = 20,

target = 20,

interval = 30,

sims = 1000)) %>%

ggplot(aes(ServiceLevel)) +

geom\_histogram(binwidth = 0.1, fill = "#008da1")